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Allowed British ships to be effective on long patrols during the Napoleonic Wars
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Biggest hurdle is re-education
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The better the study, the weaker the signal
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The later they are removed, the more expensive they are
Pessimists

Optimists
If we tackle the hump in the error injection curve, fewer bugs will get to the expensive part of the fixing curve.

Pessimists

Optimists
If we tackle the hump in the error injection curve, fewer bugs will get to the expensive part of the fixing curve.

Pessimists

If we do shorter iterations, the total cost of fixing bugs will go down.

Optimists
If we tackle the hump in the error injection curve, fewer bugs will get to the expensive part of the fixing curve.

Pessimists

If we do shorter iterations, the total cost of fixing bugs will go down.

Optimists
Fagan 1975: "Design and Code Inspections to Reduce Errors in Program Development"
Fagan 1975: "Design and Code Inspections to Reduce Errors in Program Development"
Reading code carefully is the most cost effective way to find bugs
Fagan 1975: "Design and Code Inspections to Reduce Errors in Program Development"
Reading code carefully is the most cost effective way to find bugs

Cohen 2006: most of the value comes from the first hour and the first pair of eyes
Fagan 1975: "Design and Code Inspections to Reduce Errors in Program Development"
Reading code carefully is the most cost effective way to find bugs

Cohen 2006: most of the value comes from the first hour and the first pair of eyes
Code review now normal in open source
Facts and Fallacies of Software Engineering

Robert L. Glass
Foreword by Alan M. Davis
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