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Use a hash function to
calculate where to store
each element's reference
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```
[ 'z', 'e', 'b', 'r', 'a' ]
```
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0 \rightarrow 's'
1 \rightarrow 'e'
2 \rightarrow 'b'
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4 \rightarrow 'a'
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```
0: 's'
1: 'e'
2: 'b'
3: 'r'
4: 'a'
```
What happens if we change the list?
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['s', 'e', 'b', 'r', 'a'] in S will give a false negative!
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Option #1: keep track of the sets an object is in, and update pointers every time the object changes
Very expensive
Option #2: allow it, and blame the programmer
Very expensive when it goes wrong
Option #3: only permit *immutable* objects in sets
(If an object can't change, neither can its hash value)
Slightly restrictive, but never disastrous
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This is fine for basic types like integers and strings. But how do we store values that naturally have several parts, like first name and last name?

Option #1: concatenate them

'Charles' and 'Darwin' stored as 'Charles|Darwin'

(Can't use space to join 'Paul Antoine' and 'St. Cyr')

But data always changes...

Code has to be littered with joins and splits
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```python
>>> full_name = ('Charles', 'Darwin')
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```python
>>> full_name = ('Charles', 'Darwin')
Use '()' instead of '[]'
```
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>>> full_name[0]
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An immutable list

Contents cannot be changed after tuple is created

```python
>>> full_name = ('Charles', 'Darwin')
>>> full_name[0]
'Charles'

>>> full_name[0] = 'Erasmus'
TypeError: 'tuple' object does not support item assignment
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Next episode will introduce a data structure that
(sort of) allows this