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Important to consider this case when designing
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Usually not the desired behavior...
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...but there are cases where it's useful
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Doesn't matter how much you use, but whole block must be consistent
Python Style Guide (PEP 8) recommends 4 spaces
And no tab characters
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So never check to see if 4 % 2 == 0
Or if 9 % 3 == 0, etc.
created by

Greg Wilson

September 2010

Copyright © Software Carpentry 2010
This work is licensed under the Creative Commons Attribution License
See http://software-carpentry.org/license.html for more information.